JavaScript Promises

**Summary**: in this tutorial, you will learn about JavaScript promises and how to use them effectively.

Why JavaScript promises

The following example [defines a function](https://www.javascripttutorial.net/javascript-function/) getUsers() that returns a list of user [objects](https://www.javascripttutorial.net/javascript-objects/):

function getUsers() {

return [

{ username: 'john', email: 'john@test.com' },

{ username: 'jane', email: 'jane@test.com' },

];

}

Code language: JavaScript (javascript)

Each user object has two properties username and email.

To find a user by username from the user list returned by the getUsers() function, you can use the findUser() function as follows:

function findUser(username) {

const users = getUsers();

const user = users.find((user) => user.username === username);

return user;

}

Code language: JavaScript (javascript)

In the findUser() function:

* First, get a user array by calling the getUsers() function
* Second, find the user with a specific username by using the [find()](https://www.javascripttutorial.net/es6/javascript-array-find/) method of the Array object.
* Third, return the matched user.

The following shows the complete code for finding a user with the username 'john':

function getUsers() {

return [

{ username: 'john', email: 'john@test.com' },

{ username: 'jane', email: 'jane@test.com' },

];

}

function findUser(username) {

const users = getUsers();

const user = users.find((user) => user.username === username);

return user;

}

console.log(findUser('john'));

Code language: JavaScript (javascript)

Output:

{ username: 'john', email: 'john@test.com' }

Code language: CSS (css)

The code in the findUser() function is synchronous and blocking. The findUser() function executes the getUsers() function to get a user array, calls the find() method on the users array to search for a user with a specific username, and returns the matched user.

In practice, the getUsers() function may access a database or call an API to get the user list. Therefore, the getUsers() function will have a delay.

To simulate the delay, you can use the [setTimeout()](https://www.javascripttutorial.net/javascript-bom/javascript-settimeout/) function. For example:

function getUsers() {

let users = [];

*// delay 1 second (1000ms)*

setTimeout(() => {

users = [

{ username: 'john', email: 'john@test.com' },

{ username: 'jane', email: 'jane@test.com' },

];

}, 1000);

return users;

}

Code language: JavaScript (javascript)

How it works.

* First, define an array users and initialize its value with an empty array.
* Second, assign an array of the users to the users variable inside the callback of the setTimeout() function.
* Third, return the users array

The getUsers() won’t work properly and always returns an empty array. Therefore, the findUser() function won’t work as expected:

function getUsers() {

let users = [];

setTimeout(() => {

users = [

{ username: 'john', email: 'john@test.com' },

{ username: 'jane', email: 'jane@test.com' },

];

}, 1000);

return users;

}

function findUser(username) {

const users = getUsers(); *// A*

const user = users.find((user) => user.username === username); *// B*

return user;

}

console.log(findUser('john'));

Code language: JavaScript (javascript)

Output:

undefined

Code language: JavaScript (javascript)

Because the getUsers() returns an empty array, the users array is empty (line A). When calling the find() method on the users array, the method returns undefined (line B)

The challenge is how to access the users returned from the getUsers() function after one second. One classical approach is to use the [callback](https://www.javascripttutorial.net/javascript-callback/).

Using callbacks to deal with an asynchronous operation

The following example adds a callback argument to the getUsers() and findUser() functions:

function getUsers(callback) {

setTimeout(() => {

callback([

{ username: 'john', email: 'john@test.com' },

{ username: 'jane', email: 'jane@test.com' },

]);

}, 1000);

}

function findUser(username, callback) {

getUsers((users) => {

const user = users.find((user) => user.username === username);

callback(user);

});

}

findUser('john', console.log);

Code language: JavaScript (javascript)

Output:

{ username: 'john', email: 'john@test.com' }

Code language: CSS (css)

In this example, the getUsers() function accepts a callback function as an argument and invokes it with the users array inside the setTimeout() function. Also, the findUser() function accepts a callback function that processes the matched user.

The callback approach works very well. However, it makes the code more difficult to follow. Also, it adds complexity to the functions with callback arguments.

If the number of functions grows, you may end up with the callback hell problem. To resolve this, JavaScript comes up with the concept of promises.

Understanding JavaScript Promises

By definition, a promise is an **object** that encapsulates the result of an **asynchronous operation**.

A promise object has a state that can be one of the following:

* Pending
* Fulfilled with a **value**
* Rejected for a **reason**

In the beginning, the state of a promise is pending, indicating that the asynchronous operation is in progress. Depending on the result of the asynchronous operation, the state changes to either fulfilled or rejected.

The fulfilled state indicates that the asynchronous operation was completed successfully:

The rejected state indicates that the asynchronous operation failed.

Creating a promise

To create a promise object, you use the Promise() constructor:

const promise = new Promise((resolve, reject) => {

*// contain an operation*

*// ...*

*// return the state*

if (success) {

resolve(value);

} else {

reject(error);

}

});

Code language: JavaScript (javascript)

The promise constructor accepts a callback function that typically performs an asynchronous operation. This function is often referred to as an executor.

In turn, the executor accepts two callback functions with the name resolve and reject.

Note that the callback functions passed into the executor are resolve and reject by convention only.

If the asynchronous operation completes successfully, the executor will call the resolve() function to change the state of the promise from pending to fulfilled with a value.

In case of an error, the executor will call the reject() function to change the state of the promise from pending to rejected with the error reason.

Once a promise reaches either fulfilled or rejected state, it stays in that state and can’t go to another state.

In other words, a promise cannot go from the fulfilled state to the rejected state and vice versa. Also, it cannot go back from the fulfilled or rejected state to the pending state.

Once a new Promise object is created, its state is pending. If a promise reaches fulfilled or rejected state, it is *resolved*.

Note that you will rarely create promise objects in practice. Instead, you will consume promises provided by libraries.

Consuming a Promise: then, catch, finally

1) The then() method

To get the value of a promise when it’s fulfilled, you call the then() method of the promise object. The following shows the syntax of the then() method:

promise.then(onFulfilled,onRejected);

Code language: CSS (css)

The then() method accepts two callback functions: onFulfilled and onRejected.

The then() method calls the onFulfilled() with a value, if the promise is fulfilled or the onRejected() with an error if the promise is rejected.

Note that both onFulfilled and onRejected arguments are optional.

The following example shows how to use then() method of the Promise object returned by the getUsers() function:

function getUsers() {

return new Promise((resolve, reject) => {

setTimeout(() => {

resolve([

{ username: 'john', email: 'john@test.com' },

{ username: 'jane', email: 'jane@test.com' },

]);

}, 1000);

});

}

function onFulfilled(users) {

console.log(users);

}

const promise = getUsers();

promise.then(onFulfilled);

Code language: JavaScript (javascript)

Output:

[

{ username: 'john', email: 'john@test.com' },

{ username: 'jane', email: 'jane@test.com' }

]

Code language: JavaScript (javascript)

In this example:

* First, define the onFulfilled() function to be called when the promise is fulfilled.
* Second, call the getUsers() function to get a promise object.
* Third, call the then() method of the promise object and output the user list to the console.

To make the code more concise, you can use an [arrow function](https://www.javascripttutorial.net/es6/javascript-arrow-function/) as the argument of the then() method like this:

function getUsers() {

return new Promise((resolve, reject) => {

setTimeout(() => {

resolve([

{ username: 'john', email: 'john@test.com' },

{ username: 'jane', email: 'jane@test.com' },

]);

}, 1000);

});

}

const promise = getUsers();

promise.then((users) => {

console.log(users);

});

Code language: JavaScript (javascript)

Because the getUsers() function returns a promise object, you can chain the function call with the then() method like this:

*// getUsers() function*

*//...*

getUsers().then((users) => {

console.log(users);

});

Code language: JavaScript (javascript)

In this example, the getUsers() function always succeeds. To simulate the error, we can use a success flag like the following:

let success = true;

function getUsers() {

return new Promise((resolve, reject) => {

setTimeout(() => {

if (success) {

resolve([

{ username: 'john', email: 'john@test.com' },

{ username: 'jane', email: 'jane@test.com' },

]);

} else {

reject('Failed to the user list');

}

}, 1000);

});

}

function onFulfilled(users) {

console.log(users);

}

function onRejected(error) {

console.log(error);

}

const promise = getUsers();

promise.then(onFulfilled, onRejected);

Code language: JavaScript (javascript)

How it works.

First, define the success variable and initialize its value to true.

If the success is true, the promise in the getUsers() function is fulfilled with a user list. Otherwise, it is rejected with an error message.

Second, define the onFulfilled and onRejected functions.

Third, get the promise from the getUsers() function and call the then() method with the onFulfilled and onRejected functions.

The following shows how to use the arrow functions as the arguments of the then() method:

*// getUsers() function*

*// ...*

const promise = getUsers();

promise.then(

(users) => console.log,

(error) => console.log

);

Code language: JavaScript (javascript)

2) The catch() method

If you want to get the error only when the state of the promise is rejected, you can use the catch() method of the Promise object:

promise.catch(onRejected);

Code language: CSS (css)

Internally, the catch() method invokes the then(undefined, onRejected) method.

The following example changes the success flag to false to simulate the error scenario:

let success = false;

function getUsers() {

return new Promise((resolve, reject) => {

setTimeout(() => {

if (success) {

resolve([

{ username: 'john', email: 'john@test.com' },

{ username: 'jane', email: 'jane@test.com' },

]);

} else {

reject('Failed to the user list');

}

}, 1000);

});

}

const promise = getUsers();

promise.catch((error) => {

console.log(error);

});

Code language: JavaScript (javascript)

3) The finally() method

Sometimes, you want to execute the same piece of code whether the promise is fulfilled or rejected. For example:

const render = () => {

*//...*

};

getUsers()

.then((users) => {

console.log(users);

render();

})

.catch((error) => {

console.log(error);

render();

});

Code language: JavaScript (javascript)

As you can see, the render() function call is duplicated in both then() and catch() methods.

To remove this duplicate and execute the render() whether the promise is fulfilled or rejected, you use the finally() method, like this:

const render = () => {

*//...*

};

getUsers()

.then((users) => {

console.log(users);

})

.catch((error) => {

console.log(error);

})

.finally(() => {

render();

});

Code language: JavaScript (javascript)

A practical JavaScript Promise example

The following example shows how to load a JSON file from the server and display its contents on a webpage.

Suppose you have the following JSON file:

https:*//www.javascripttutorial.net/sample/promise/api.json*

Code language: JavaScript (javascript)

with the following contents:

{

"message": "JavaScript Promise Demo"

}

Code language: JSON / JSON with Comments (json)

The following shows the HTML page that contains a button. When you click the button, the page loads data from the JSON file and shows the message:

<!DOCTYPE html>

**<html>**

**<head>**

**<meta charset="utf-8">**

**<title>**JavaScript Promise Demo**</title>**

**<link href="css/style.css" rel="stylesheet">**

**</head>**

**<body>**

**<div id="container">**

**<div id="message"></div>**

**<button id="btnGet">**Get Message**</button>**

**</div>**

**<script src="js/promise-demo.js">**

**</script>**

**</body>**

**</html>**

Code language: HTML, XML (xml)

The following shows the promise-demo.js file:

function load(url) {

return new Promise(function (resolve, reject) {

const request = new XMLHttpRequest();

request.onreadystatechange = function () {

if (this.readyState === 4 && this.status == 200) {

resolve(this.response);

} else {

reject(this.status);

}

};

request.open('GET', url, true);

request.send();

});

}

const url = 'https://www.javascripttutorial.net/sample/promise/api.json';

const btn = document.querySelector('#btnGet');

const msg = document.querySelector('#message');

btn.addEventListener('click', () => {

load(URL)

.then((response) => {

const result = JSON.parse(response);

msg.innerHTML = result.message;

})

.catch((error) => {

msg.innerHTML = `Error getting the message, HTTP status: ${error}`;

});

});

Code language: JavaScript (javascript)

How it works.

First, define the load() function that uses the XMLHttpRequest object to load the JSON file from the server:

function load(url) {

return new Promise(function (resolve, reject) {

const request = new XMLHttpRequest();

request.onreadystatechange = function () {

if (this.readyState === 4 && this.status == 200) {

resolve(this.response);

} else {

reject(this.status);

}

};

request.open('GET', url, true);

request.send();

});

}

Code language: JavaScript (javascript)

In the executor, we call resolve() function with the Response if the HTTP status code is 200. Otherwise, we invoke the reject() function with the HTTP status code.

Second, register the button click event listener and call the then() method of the promise object. If the load is successful, then we show the message returned from the server. Otherwise, we show the error message with the HTTP status code.

const url = 'https://www.javascripttutorial.net/sample/promise/api.json';

const btn = document.querySelector('#btnGet');

const msg = document.querySelector('#message');

btn.addEventListener('click', () => {

load(URL)

.then((response) => {

const result = JSON.parse(response);

msg.innerHTML = result.message;

})

.catch((error) => {

msg.innerHTML = `Error getting the message, HTTP status: ${error}`;

});

});

Code language: JavaScript (javascript)

Summary

* A promise is an object that encapsulates the result of an asynchronous operation.
* A promise starts in the pending state and ends in either fulfilled state or rejected state.
* Use then() method to schedule a callback to be executed when the promise is fulfilled, and catch() method to schedule a callback to be invoked when the promise is rejected.
* Place the code that you want to execute in the finally() method whether the promise is fulfilled or rejected.

Promise Chaining

**Summary**: in this tutorial, you will learn about the JavaScript promise chaining pattern that chains the promises to execute asynchronous operations in sequence.

Introduction to the JavaScript promise chaining

Sometimes, you want to execute two or more related asynchronous operations, where the next operation starts with the result from the previous step. For example:

First, create a new promise that resolves to the number 10 after 3 seconds:

let p = new Promise((resolve, reject) => {

setTimeout(() => {

resolve(10);

}, 3 \* 100);

});

Code language: JavaScript (javascript)

Note that the [setTimeout()](https://www.javascripttutorial.net/javascript-bom/javascript-settimeout/) function simulates an asynchronous operation.

Then, invoke the then() method of the promise:

p.then((result) => {

console.log(result);

return result \* 2;

});

Code language: JavaScript (javascript)

The callback passed to the then() method executes once the promise is resolved. In the callback, we show the result of the promise and return a new value multiplied by two (result\*2).

Because the then() method returns a new Promise with a value resolved to a value, you can call the then() method on the return Promise like this:

let p = new Promise((resolve, reject) => {

setTimeout(() => {

resolve(10);

}, 3 \* 100);

});

p.then((result) => {

console.log(result);

return result \* 2;

}).then((result) => {

console.log(result);

return result \* 3;

});

Code language: JavaScript (javascript)

Output:

10

20

In this example, the return value in the first then() method is passed to the second then() method. You can keep calling the then() method successively as follows:

let p = new Promise((resolve, reject) => {

setTimeout(() => {

resolve(10);

}, 3 \* 100);

});

p.then((result) => {

console.log(result); *// 10*

return result \* 2;

}).then((result) => {

console.log(result); *// 20*

return result \* 3;

}).then((result) => {

console.log(result); *// 60*

return result \* 4;

});

Code language: JavaScript (javascript)

Output:

10

20

60

The way we call the then() methods like this is often referred to as a promise chain.

The following picture illustrates the promise chain:
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Multiple handlers for a promise

When you call the then() method multiple times on a promise, it is not the promise chaining. For example:

let p = new Promise((resolve, reject) => {

setTimeout(() => {

resolve(10);

}, 3 \* 100);

});

p.then((result) => {

console.log(result); *// 10*

return result \* 2;

})

p.then((result) => {

console.log(result); *// 10*

return result \* 3;

})

p.then((result) => {

console.log(result); *// 10*

return result \* 4;

});

Code language: JavaScript (javascript)

Output:

10

10

10

In this example, we have multiple handlers for one promise. These handlers have no relationships. Also, they execute independently and don’t pass the result from one to another like the promise chain above.

The following picture illustrates a promise that has multiple handlers:
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In practice, you will rarely use multiple handlers for one promise.

Returning a Promise

When you return a value in the then() method, the then() method returns a new Promise that immediately resolves to the return value.

Also, you can return a new promise in the then() method, like this:

let p = new Promise((resolve, reject) => {

setTimeout(() => {

resolve(10);

}, 3 \* 100);

});

p.then((result) => {

console.log(result);

return new Promise((resolve, reject) => {

setTimeout(() => {

resolve(result \* 2);

}, 3 \* 1000);

});

}).then((result) => {

console.log(result);

return new Promise((resolve, reject) => {

setTimeout(() => {

resolve(result \* 3);

}, 3 \* 1000);

});

}).then(result => console.log(result));

Code language: JavaScript (javascript)

Output:

10

20

60

This example shows 10, 20, and 60 after every 3 seconds. This code pattern allows you to execute some tasks in sequence.

The following modified the above example:

function generateNumber(num) {

return new Promise((resolve, reject) => {

setTimeout(() => {

resolve(num);

}, 3 \* 1000);

});

}

generateNumber(10)

.then((result) => {

console.log(result);

return generateNumber(result \* 2);

})

.then((result) => {

console.log(result);

return generateNumber(result \* 3);

})

.then((result) => console.log(result));

Code language: JavaScript (javascript)

Promise chaining syntax

Sometimes, you have multiple asynchronous tasks that you want to execute in sequence. In addition, you need to pass the result of the previous step to the next one. In this case, you can use the following syntax:

step1()

.then(result => step2(result))

.then(result => step3(result))

...

Code language: JavaScript (javascript)

If you need to pass the result from the previous task to the next one without passing the result, you use this syntax:

step1()

.then(step2)

.then(step3)

...

Code language: CSS (css)

Suppose that you want to perform the following asynchronous operations in sequence:

* First, get the user from the database.
* Second, get the services of the selected user.
* Third, calculate the service cost from the user’s services.

The following functions illustrate the three asynchronous operations:

function getUser(userId) {

return new Promise((resolve, reject) => {

console.log('Get the user from the database.');

setTimeout(() => {

resolve({

userId: userId,

username: 'admin'

});

}, 1000);

})

}

function getServices(user) {

return new Promise((resolve, reject) => {

console.log(`Get the services of ${user.username} from the API.`);

setTimeout(() => {

resolve(['Email', 'VPN', 'CDN']);

}, 3 \* 1000);

});

}

function getServiceCost(services) {

return new Promise((resolve, reject) => {

console.log(`Calculate the service cost of ${services}.`);

setTimeout(() => {

resolve(services.length \* 100);

}, 2 \* 1000);

});

}

Code language: JavaScript (javascript)

The following uses the promises to serialize the sequences:

getUser(100)

.then(getServices)

.then(getServiceCost)

.then(console.log);

Code language: CSS (css)

Output

Get the user from the database.

Get the services of admin from the API.

Calculate the service cost of Email,VPN,CDN.

300

Code language: JavaScript (javascript)

Note that ES2017 introduced the [async/await](https://www.javascripttutorial.net/es-next/javascript-async-await/) that helps you write the code that is cleaner than using the promise chaining technique.

In this tutorial, you have learned about the promise chain that executes multiple asynchronous tasks in sequence.

JavaScript Promise.all()

**Summary**: in this tutorial, you will learn how to use the Promise.all() static method to aggregate results from multiple asynchronous operations.

Introduction to the JavaScript Promise.all() method

The Promise.all() static method takes an [iterable](https://www.javascripttutorial.net/es6/javascript-iterator/) of [promises](https://www.javascripttutorial.net/es6/javascript-promises/):

Promise.all(iterable);

Code language: JavaScript (javascript)

The Promise.all() method returns a single promise that resolves when all the input promises have been resolved. The returned promise resolves to an array of the results of the input promises:

In this diagram, the promise1 resolves to a value v1 at t1 and the promise2 resolves to a value v2 at t2. Hence, the Promise.all(promise1, promise2) returns a promise that resolves to an array containing the results of the promise1 and promise2 [v1, v2] at t2.

In other words, the Promise.all() waits for all the input promises to resolve and returns a new promise that resolves to an array containing the results of the input promises.

If one of the input promise rejects, the Promise.all() method immediately returns a promise that rejects with an error of the first rejected promise:

In this diagram, the promise2 rejects at t1 with an error. Therefore, the Promise.all() returns a new promise that immediately rejects with the same error. Also, the Promise.all() doesn’t care other input promises, whether they will resolve or reject.

In practice, the Promise.all() is useful to aggregate the results from multiple asynchronous operations.

JavaScript Promise.all() method examples

Let’s take some examples to understand how the Promise.all() method works.

1) Resolved promises example

The following promises resolve to 10, 20, and 30 after 1, 2, and 3 seconds. We use the [setTimeout()](https://www.javascripttutorial.net/javascript-bom/javascript-settimeout/) to simulate the asynchronous operations:

const p1 = new Promise((resolve, reject) => {

setTimeout(() => {

console.log('The first promise has resolved');

resolve(10);

}, 1 \* 1000);

});

const p2 = new Promise((resolve, reject) => {

setTimeout(() => {

console.log('The second promise has resolved');

resolve(20);

}, 2 \* 1000);

});

const p3 = new Promise((resolve, reject) => {

setTimeout(() => {

console.log('The third promise has resolved');

resolve(30);

}, 3 \* 1000);

});

Promise.all([p1, p2, p3]).then((results) => {

const total = results.reduce((p, c) => p + c);

console.log(`Results: ${results}`);

console.log(`Total: ${total}`);

});

Code language: JavaScript (javascript)

Output

The first promise has resolved

The second promise has resolved

The third promise has resolved

Results: 10,20,30

Total: 60

When all promises have resolved, the values from these promises are passed into the callback of the then() method as an array.

Inside the callback, we use the Array’s [reduce()](https://www.javascripttutorial.net/javascript-array-reduce/) method to calculate the total value and use the console.log to display the array of values as well as the total.

2) Rejected promises example

The Promise.all() returns a Promise that is rejected if any of the input promises are rejected.

const p1 = new Promise((resolve, reject) => {

setTimeout(() => {

console.log('The first promise has resolved');

resolve(10);

}, 1 \* 1000);

});

const p2 = new Promise((resolve, reject) => {

setTimeout(() => {

console.log('The second promise has rejected');

reject('Failed');

}, 2 \* 1000);

});

const p3 = new Promise((resolve, reject) => {

setTimeout(() => {

console.log('The third promise has resolved');

resolve(30);

}, 3 \* 1000);

});

Promise.all([p1, p2, p3])

.then(console.log) *// never execute*

.catch(console.log);

Code language: JavaScript (javascript)

Output:

The first promise has resolved

The second promise has rejected

Failed

The third promise has resolved

In this example, we have three promises: the first one is resolved after 1 second, the second is rejected after 2 seconds, and the third one is resolved after 3 seconds.

As a result, the returned promise is rejected because the second promise is rejected. The catch() method is executed to display the reason for the rejected promise.

Summary

* The Promise.all() method accepts a list of promises and returns a new promsie that resolve to an array of results of the input promises if all the input promises resolved; or reject with an error of the first rejected promise.
* Use the Promise.all() method to aggregate results from multiple asynchronous operations.

JavaScript Promise.race()

**Summary**: in this tutorial, you will learn how to use the JavaScript Promise.race() static method.

Introduction to JavaScript Promise.race() static method

The Promise.race() static method accepts a list of [promises](https://www.javascripttutorial.net/es6/javascript-promises/) as an iterable object and returns a new promise that fulfills or rejects as soon as there is one promise that fulfills or rejects, with the value or reason from that promise.

Here’s the syntax of the Promise.race() method:

Promise.race(iterable)

Code language: JavaScript (javascript)

In this syntax, the iterable is an [iterable object](https://www.javascripttutorial.net/es6/javascript-iterator/) that contains a list of promises.

The name of Promise.race() implies that all the promises race against each other with a single winner, either resolved or rejected.

See the following diagram:

In this diagram:

* The promise1 is fulfilled with the value v1 at t1.
* The promise2 is rejected with the error at t2.
* Because the promise1 is resolved earlier than the promise2, the promise1 wins the race. Therefore, the Promise.race([promise1, promise2]) returns a new promise that is fulfilled with the value v1 at t1.

See another diagram:

In this diagram:

* The promise1 is fulfilled with v1 at t2.
* The promise2 is rejected with error at t1.
* Because the promise2 is resolved earlier than the promise1, the promise2 wins the race. Therefore, the Promise.race([promise1, promise2]) returns a new promise that is rejected with the error at t1.

JavaScript Promise.race() examples

Let’s take some examples of using the Promise.race() static method.

1) Simple JavaScript Promise.race() examples

The following creates two promises: one resolves in 1 second and the other resolves in 2 seconds. Because the first promise resolves faster than the second one, the Promise.race() resolves with the value from the first promise:

const p1 = new Promise((resolve, reject) => {

setTimeout(() => {

console.log('The first promise has resolved');

resolve(10);

}, 1 \* 1000);

});

const p2 = new Promise((resolve, reject) => {

setTimeout(() => {

console.log('The second promise has resolved');

resolve(20);

}, 2 \* 1000);

});

Promise.race([p1, p2])

.then(value => console.log(`Resolved: ${value}`))

.catch(reason => console.log(`Rejected: ${reason}`));

Code language: JavaScript (javascript)

Output:

The first promise has resolved

Resolved: 10

The second promise has resolved

The following example creates two promises. The first promise resolves in 1 second while the second one rejects in 2 seconds. Because the first promise is faster than the second one, the returned promise resolves to the value of the first promise:

const p1 = new Promise((resolve, reject) => {

setTimeout(() => {

console.log('The first promise has resolved');

resolve(10);

}, 1 \* 1000);

});

const p2 = new Promise((resolve, reject) => {

setTimeout(() => {

console.log('The second promise has rejected');

reject(20);

}, 2 \* 1000);

});

Promise.race([p1, p2])

.then(value => console.log(`Resolved: ${value}`))

.catch(reason => console.log(`Rejected: ${reason}`));

Code language: JavaScript (javascript)

Output

The first promise has resolved

Resolved: 10

The second promise has rejected

Note that if the second promise was faster than the first one, the return promise would reject for the reason of the second promise.

2) Practical JavaScript Promise.race() example

Suppose you have to show a spinner if the data loading process from the server is taking longer than a number of seconds.

To do this, you can use the Promise.race() static method. If a timeout occurs, you show the loading indicator, otherwise, you show the message.

The following illustrates the HTML code:

<!DOCTYPE html>

**<html>**

**<head>**

**<meta charset="utf-8">**

**<title>**JavaScript Promise.race() Demo**</title>**

**<link href="css/promise-race.css" rel="stylesheet">**

**</head>**

**<body>**

**<div id="container">**

**<button id="btnGet">**Get Message**</button>**

**<div id="message"></div>**

**<div id="loader"></div>**

**</div>**

**<script src="js/promise-race.js"></script>**

**</body>**

**</html>**

Code language: HTML, XML (xml)

To create the loading indicator, we use the CSS animation feature. See the [promise-race.css](https://www.javascripttutorial.net/sample/promise/css/promise-race.css) for more information. Technically speaking, if an element has the .loader class, it shows the loading indicator.

First, define a new function that loads data. It uses the setTimeout() to emulate an asynchronous operation:

const DATA\_LOAD\_TIME = 5000;

function getData() {

return new Promise((resolve, reject) => {

setTimeout(() => {

const message = 'Promise.race() Demo';

resolve(message);

}, DATA\_LOAD\_TIME);

});

}

Code language: JavaScript (javascript)

Second, develop a function that shows some contents:

function showContent(message) {

document.querySelector('#message').textContent = message;

}

Code language: JavaScript (javascript)

This function can also be used to set the message to blank.

Third, define the timeout() function that returns a promise. The promise will reject when a specified TIMEOUT is passed.

const TIMEOUT = 500;

function timeout() {

return new Promise((resolve, reject) => {

setTimeout(() => reject(), TIMEOUT);

});

}

Code language: JavaScript (javascript)

Fourth, develop a couple of functions that show and hide the loading indicator:

function showLoadingIndicator() {

document.querySelector('#loader').className = 'loader';

}

function hideLoadingIndicator() {

document.querySelector('#loader').className = '';

}

Code language: JavaScript (javascript)

Fifth, attach a click event listener to the**Get Message** button. Inside the click handler, use the Promise.race() static method:

*// handle button click event*

const btn = document.querySelector('#btnGet');

btn.addEventListener('click', () => {

*// reset UI if users click the 2nd, 3rd, ... time*

reset();

*// show content or loading indicator*

Promise.race([getData()

.then(showContent)

.then(hideLoadingIndicator), timeout()

])

.catch(showLoadingIndicator);

});

Code language: JavaScript (javascript)

We pass two promises to the Promise.race() method:

Promise.race([getData()

.then(showContent)

.then(hideLoadingIndicator), timeout()

])

.catch(showLoadingIndicator);

Code language: JavaScript (javascript)

The first promise gets data from the server, shows the content, and hides the loading indicator. The second promise sets a timeout.

If the first promise takes more than 500 ms to settle, the catch() is called to show the loading indicator. Once the first promise resolves, it hides the loading indicator.

Finally, develop a reset() function that hides the message and loading indicator if the button is clicked for the second time.

*// reset UI*

function reset() {

hideLoadingIndicator();

showContent('');

}

Code language: JavaScript (javascript)

Put it all together.

*// after 0.5 seconds, if the getData() has not resolved, then show*

*// the Loading indicator*

const TIMEOUT = 500;

const DATA\_LOAD\_TIME = 5000;

function getData() {

return new Promise((resolve, reject) => {

setTimeout(() => {

const message = 'Promise.race() Demo';

resolve(message);

}, DATA\_LOAD\_TIME);

});

}

function showContent(message) {

document.querySelector('#message').textContent = message;

}

function timeout() {

return new Promise((resolve, reject) => {

setTimeout(() => reject(), TIMEOUT);

});

}

function showLoadingIndicator() {

document.querySelector('#loader').className = 'loader';

}

function hideLoadingIndicator() {

document.querySelector('#loader').className = '';

}

*// handle button click event*

const btn = document.querySelector('#btnGet');

btn.addEventListener('click', () => {

*// reset UI if users click the second time*

reset();

*// show content or loading indicator*

Promise.race([getData()

.then(showContent)

.then(hideLoadingIndicator), timeout()

])

.catch(showLoadingIndicator);

});

*// reset UI*

function reset() {

hideLoadingIndicator();

showContent('');

}

Code language: JavaScript (javascript)

Summary

* The Promise.race(iterable) method returns a new promise that fulfills or rejects as soon as one of the promises in an iterable fulfills or rejects, with the value or error from that promise.

JavaScript Promise.any()

**Summary**: in this tutorial, you’ll learn how to use the JavaScript Promise.any() method to compose promises.

Introduction to JavaScript Promise.any() method

The Promise.any() method accepts a list of [Promise](https://www.javascripttutorial.net/es6/javascript-promises/) objects as an [iterable object](https://www.javascripttutorial.net/es-next/javascript-asynchronous-iterators/):

Promise.any(iterable);

Code language: JavaScript (javascript)

If one of the promises in the iterable object is fulfilled, the Promise.any() returns a single promise that resolves to a value which is the result of the fulfilled promise:

In this diagram:

* The promise1 resolves to a value v1 at t1.
* The promise2 resolves to a value v2 at t2.
* The Promise.any() returns a promise that resolves to a value v1, which is the result of the promise1, at t1

The Promise.any() returns a promise that is fulfilled with any first fulfilled promise even if some promises in the iterable object are rejected:

In this diagram:

* The promise1 is rejected with an error at t1.
* The promise2 is fulfilled to value v2 at t2.
* The Promise.any() returns the a promise that resolves to a value v2 which is the result of the promise2. Note that the Promise.any() method ignores the rejected promise (promise1).

If all promises in the iterable object are rejected or if the iterable object is empty, the Promise.any() return a promise that rejects with an AggregateError containing all the rejection reasons. The AggregateError is a subclass of Error.

In this diagram:

* The promise1 is rejected for an error1 at t1.
* The promise2 is rejected for an error2 at t2.
* The Promise.any() returns a promise that is rejected at t2 with an AggregateError containing the error1 and error2 of all the rejected promises.

JavaScript Promise.any() examples

Let’s take some examples of using the Promise.any() method.

1) All promises fulfilled example

The following example demonstrates the Promise.any() method with all promises fulfilled:

const p1 = new Promise((resolve, reject) => {

setTimeout(() => {

console.log('Promise 1 fulfilled');

resolve(1);

}, 1000);

});

const p2 = new Promise((resolve, reject) => {

setTimeout(() => {

console.log('Promise 2 fulfilled');

resolve(2);

}, 2000);

});

const p = Promise.any([p1, p2]);

p.then((value) => {

console.log('Returned Promise');

console.log(value);

});

Code language: JavaScript (javascript)

Output:

Promise 1 fulfilled

Returned Promise

1

Promise 2 fulfilled

Code language: JavaScript (javascript)

How it works.

* First, create a new promise p1 that will resolve to a value 1 after one second.
* Second, create a new promise p2 that will resolve to a value 2 after two seconds.
* Third, use the Promise.any() method that uses two promises p1 and p2. The Promise.any() returns a promise p that will resolve to the value 1 of the first fulfilled promise (p1) after one second.

2) One promise rejected example

The following example uses the Promise.any() method with list of promises that has a rejected promise:

const p1 = new Promise((resolve, reject) => {

setTimeout(() => {

console.log('Promise 1 rejected');

reject('error');

}, 1000);

});

const p2 = new Promise((resolve, reject) => {

setTimeout(() => {

console.log('Promise 2 fulfilled');

resolve(2);

}, 2000);

});

const p = Promise.any([p1, p2]);

p.then((value) => {

console.log('Returned Promise');

console.log(value);

});

Code language: JavaScript (javascript)

Output:

Promise 1 rejected

Promise 2 fulfilled

Returned Promise

2

Code language: JavaScript (javascript)

In this example, the Promise.any() ignores the rejected promise. When the p2 resolves with the value 2, the Promise.any() returns a promise that resolves to the same value of the result of the p2.

3) All promises rejected example

The following example demonstrates how to use the Promise.any() method with all promises rejected:

const p1 = new Promise((resolve, reject) => {

setTimeout(() => {

console.log('Promise 1 rejected');

reject('error1');

}, 1000);

});

const p2 = new Promise((resolve, reject) => {

setTimeout(() => {

console.log('Promise 2 rejected');

reject('error2');

}, 2000);

});

const p = Promise.any([p1, p2]);

p.catch((e) => {

console.log('Returned Promise');

console.log(e, e.errors);

});

Code language: JavaScript (javascript)

Output:

Promise 1 rejected

Promise 2 rejected

Returned Promise

[AggregateError: All promises were rejected] [ 'error1', 'error2' ]

Code language: JavaScript (javascript)

In this example, both p1 and p2 were rejected with the string error1 and error2. Therefore, the Promise.any() method was rejected with an AggregateError object that has the errors property containing all the errors of the rejected promises.

When to use the JavaScript Promise.any() method

In practice, you use the Promise.any() to return the first fulfilled promise. Once a promise is fulfilled, the Promise.any() method does not wait for other promises to be complete. In other words, the Promise.any() short-circuits after a promise is fulfilled.

For example, you have a resource served by two or more content delivery networks (CDN). To dynamically load the first available resource, you can use the Promise.any() method.

The following example uses the Promise.any() method to fetch two images and displays the first available image.

The index.html file

<!DOCTYPE html>

**<html lang="en">**

**<head>**

**<meta charset="UTF-8" />**

**<meta name="viewport" content="width=device-width, initial-scale=1.0" />**

**<title>**JavaScript Promise.any() Demo**</title>**

**</head>**

**<body>**

**<script src="js/app.js"></script>**

**</body>**

**</html>**

Code language: JavaScript (javascript)

The app.js file

function getImageBlob(url) {

return fetch(url).then((response) => {

if (!response.ok) {

throw new Error(`HTTP status: ${response.status}`);

}

return response.blob();

});

}

let cat = getImageBlob(

'https://upload.wikimedia.org/wikipedia/commons/4/43/Siberian\_black\_tabby\_blotched\_cat\_03.jpg'

);

let dog = getImageBlob(

'https://upload.wikimedia.org/wikipedia/commons/a/af/Golden\_retriever\_eating\_pigs\_foot.jpg'

);

Promise.any([cat, dog])

.then((data) => {

let objectURL = URL.createObjectURL(data);

let image = document.createElement('img');

image.src = objectURL;

document.body.appendChild(image);

})

.catch((e) => {

console.log(e.message);

});

Code language: JavaScript (javascript)

How it works.

* First, define the getImageBlob() function that uses the [fetch API](https://www.javascripttutorial.net/javascript-fetch-api/) to get the image’s blob from an URL. The getImageBlob() returns a Promise object that resolves to the image blob.
* Second, define two promises that load the images.
* Third, show the first available image by using the Promise.any() method.

Summary

* Use the JavaScript Promise.any() method to take a list of promises and return a promise that fulfills first.

JavaScript Promise.allSettled()

**Summary**: in this tutorial, you’ll learn about the Promise.allSettled() method to compose promises.

Introduction to the Promise.allSettled() method

ES2020 introduced the Promise.allSettled() method that accepts a list of [Promises](https://www.javascripttutorial.net/es6/javascript-promises/) and returns a new promise that resolves after all the input promises have settled, either resolved or rejected.

The following shows the syntax of the Promise.allSettled() method:

Promise.allSettled(iterable);

Code language: JavaScript (javascript)

The iterable contains the promises. The Promise.allSettled() returns a pending promise that will be asynchronously fulfilled once every input promise has settled.

The Promise.allSettled() method returns a promise that resolves to an [array](https://www.javascripttutorial.net/javascript-array/) of [objects](https://www.javascripttutorial.net/javascript-objects/) that each describes the result of the input promise.

Each object has two properties: status and value (or reason).

* The status can be either fulfilled or rejected.
* The value if case the promise is fulfilled or reason) if the promise is rejected.

The following diagram illustrates how the Promise.allSettled() method works:

In this diagram:

* The promise1 rejects to the error at t1.
* The promise2 resolves to a value at t2.
* The Promise.allSettled() method resolves to a array containing objects that describe the statuses and outcomes of the promise1 and promise2.

JavaScript Promise.allSettled() example

The following example uses the Promise.allSettled() to wait for all the input Promises to settle:

const p1 = new Promise((resolve, reject) => {

setTimeout(() => {

console.log('The first promise has resolved');

resolve(10);

}, 1 \* 1000);

});

const p2 = new Promise((resolve, reject) => {

setTimeout(() => {

console.log('The second promise has rejected');

reject(20);

}, 2 \* 1000);

});

Promise.allSettled([p1, p2])

.then((result) => {

console.log(result);

});

Code language: JavaScript (javascript)

Output:

![](data:image/png;base64,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)

How it works:

* The first promise p1 resolves to the value 10 after one second
* The second promise p2 rejects for a reason with a value 20 after two seconds.
* The Promise.allSettled() returns a promise that resolves to the result array that has two elements. The first element is an object resolved by the p1 promise and the second one is another object which is rejected by the p2 promise.

Summary

* The Promise.allSettled() method accepts an iterable of promises and returns a new promise that resolves when every input promise has settled with an array of objects that describes the result of each promise in the iterable object.

JavaScript Promise finally()

**Summary**: in this tutorial, you will learn how to use the JavaScript Promise finally() method to execute the code once the promise is settled, regardless of its outcome.

Introduction to the JavaScript Promise finally() method

Suppose that you have a [promise](https://www.javascripttutorial.net/es6/javascript-promises/):

promise

.then(result => { ...})

.catch(error => { ... })

.finally(() => { ... })

Code language: JavaScript (javascript)

The finally() method is always executed whether the promise is fulfilled or rejected. In other words, the finally() method is executed when the promise is settled.

The finally() method was introduced in ES2018. In the finally() method, you can place the code that cleans up the resource when the promise is settled, regardless of its outcome.

By using the finally() method, you can avoid duplicate code in the then() and catch() methods like this:

promise

.then(result => {

*// process the result*

*// clean up the resources*

})

.catch(error => {

*// handle the error*

*// clean up the resources*

});

Code language: JavaScript (javascript)

Now, you can move the clean up the resources part to the finally() method as follows:

promise

.then(result => {

*// process the result*

})

.catch(error => {

*// handle the error*

})

.finally(() => {

*// clean up the resources*

});

Code language: JavaScript (javascript)

The finally() method is similar to the finally block in the [try...catch...finally](https://www.javascripttutorial.net/javascript-try-catch-finally/) statement. In synchronous code, you use the finally block to clean up the resources. In asynchronous code, you use the finally() method instead.

The JavaScript Promise finally() method example

The following defines a Connection class:

class Connection {

execute(query) {

if (query != 'Insert' && query != 'Update' && query != 'Delete') {

throw new Error(`The ${query} is not supported`);

}

console.log(`Execute the ${query}`);

return this;

}

close() {

console.log('Close the connection')

}

}

Code language: JavaScript (javascript)

The Connection class has two methods: execute() and close():

* The execute() method will only execute the insert, update, or delete query. It will issue an error if you pass into another query that is not in the list.
* The close() method closes the connection, kind of cleaning up the resource.

The following connect() function returns a promise that resolves to a new Connection if the success flag is set to true:

const success = true;

function connect() {

return new Promise((resolve, reject) => {

if (success)

resolve(new Connection());

else

reject('Could not open the database connection');

});

}

Code language: JavaScript (javascript)

The following example uses the finally() method to close the connection:

let globalConnection;

connect()

.then((connection) => {

globalConnection = connection;

return globalConnection.execute('Insert');

})

.then((connection) => {

globalConnection = connection;

return connection.execute('Select');

})

.catch(console.log)

.finally(() => {

if (globalConnection) {

globalConnection.`close()`;

}

});

Code language: JavaScript (javascript)

In this example:

* The connect() function resolves to a new Connection  object because the success flag is set to true.
* The first then() method executes the Insert query and returns a Connection object. The globalConnection is used to save the connection.
* The second then() method executes the Select query and issues an error. The catch() method shows the error message and the finally() method closes the connection.

Summary

* The finally() method schedule a function to execute when the promise is settled, either fulfilled or rejected.
* It’s good practice to place the code that cleans up the resources in the finally() method once the promise is settled, regardless of its outcome.

Promise Error Handling

**Summary**: in this tutorial, you will learn how to deal with error handling in promises.

Suppose that you have a function called getUserById() that returns a [Promise](https://www.javascripttutorial.net/es6/javascript-promises/):

function getUserById(id) {

return new Promise((resolve, reject) => {

resolve({

id: id,

username: 'admin'

});

});

}

Code language: JavaScript (javascript)

Normal error

First, change the getUserById() function to [throw an error](https://www.javascripttutorial.net/javascript-try-catch/) outside the promise:

function getUserById(id) {

if (typeof id !== 'number' || id <= 0) {

throw new Error('Invalid id argument');

}

return new Promise((resolve, reject) => {

resolve({

id: id,

username: 'admin'

});

});

}

Code language: JavaScript (javascript)

Second, handle the promise by using both then() and catch() methods:

getUserById('a')

.then(user => console.log(user.username))

.catch(err => console.log(err));

Code language: JavaScript (javascript)

The code throws an error:

Uncaught Error: Invalid id argument

Code language: JavaScript (javascript)

When you raise an exception outside the promise, you must catch it with try/catch:

try {

getUserById('a')

.then(user => console.log(user.username))

.catch(err => console.log(`Caught by .catch ${error}`));

} catch (error) {

console.log(`Caught by try/catch ${error}`);

}

Code language: JavaScript (javascript)

Output:

Caught by try/catch Error: Invalid id argument

Code language: JavaScript (javascript)

Errors inside the Promises

We change the getUserById() function to throw an error inside the promise:

let authorized = false;

function getUserById(id) {

return new Promise((resolve, reject) => {

if (!authorized) {

throw new Error('Unauthorized access to the user data');

}

resolve({

id: id,

username: 'admin'

});

});

}

Code language: JavaScript (javascript)

And consume the promise:

try {

getUserById(10)

.then(user => console.log(user.username))

.catch(err => console.log(`Caught by .catch ${error}`));

} catch (error) {

console.log(`Caught by try/catch ${error}`);

}

Code language: JavaScript (javascript)

Output:

Caught by .catch Error: Unauthorized access to the user data

Code language: JavaScript (javascript)

If you throw an error inside the promise, the catch() method will catch it, not the try/catch.

If you chain promises, the catch() method will catch errors that occurred in any promise. For example:

promise1

.then(promise2)

.then(promise3)

.then(promise4)

.catch(err => console.log(err));

Code language: JavaScript (javascript)

In this example, if any error in the promise1, promise2, or promise4, the catch() method will handle it.

Calling reject() function

Throwing an error has the same effect as calling the reject() as illustrated in the following example:

let authorized = false;

function getUserById(id) {

return new Promise((resolve, reject) => {

if (!authorized) {

reject('Unauthorized access to the user data');

}

resolve({

id: id,

username: 'admin'

});

});

}

try {

getUserById(10)

.then(user => console.log(user.username))

.catch(err => console.log(`Caught by .catch ${err}`));

} catch (error) {

console.log(`Caught by try/catch ${error}`);

}

Code language: JavaScript (javascript)

In this example, instead of throwing an error inside the promise, we called the reject() explicitly. The catch() method also handles the error in this case.

Missing the catch() method

The following example does not provide the catch() method to handle the error inside the promise. It will cause a runtime error and terminate the program:

function getUserById(id) {

return new Promise((resolve, reject) => {

if (!authorized) {

reject('Unauthorized access to the user data');

}

resolve({

id: id,

username: 'admin'

});

});

}

try {

getUserById(10)

.then(user => console.log(user.username));

*// the following code will not execute*

console.log('next');

} catch (error) {

console.log(`Caught by try/catch ${error}`);

}

Code language: JavaScript (javascript)

Output:

Uncaught (in promise) Unauthorized access to the user data

If the promise is resolved, you can omit the catch() method. In the future, a potential error may cause the program to stop unexpectedly.

Summary

* Inside the promise, the catch() method will catch the error caused by the throw statement and reject().
* If an error occurs and you don’t have the catch() method, the JavaScript engine issues a runtime error and stops the program.

JavaScript async/await

**Summary**: in this tutorial, you will learn how to write asynchronous code  using JavaScript  async/  await keywords.

Note that to understand how the async / await works, you need to know how [promises](https://www.javascripttutorial.net/es6/javascript-promises/) work.

Introduction to JavaScript async / await keywords

In the past, to deal with asynchronous operations, you often used the [callback functions](https://www.javascripttutorial.net/javascript-callback/). However, when you nest many callback functions, the code will be more difficult to maintain. And you end up with a notorious issue which is known as the callback hell.

Suppose that you need to perform three asynchronous operations in the following sequence:

1. Select a user from the database.
2. Get services of the user from an API.
3. Calculate the service cost based on the services from the server.

The following functions illustrate the three tasks. Note that we use the [setTimeout()](https://www.javascripttutorial.net/javascript-bom/javascript-settimeout/) function to simulate the asynchronous operation.

function getUser(userId, callback) {

console.log('Get user from the database.');

setTimeout(() => {

callback({

userId: userId,

username: 'john'

});

}, 1000);

}

function getServices(user, callback) {

console.log(`Get services of ${user.username} from the API.`);

setTimeout(() => {

callback(['Email', 'VPN', 'CDN']);

}, 2 \* 1000);

}

function getServiceCost(services, callback) {

console.log(`Calculate service costs of ${services}.`);

setTimeout(() => {

callback(services.length \* 100);

}, 3 \* 1000);

}

Code language: JavaScript (javascript)

The following shows the nested callback functions:

getUser(100, (user) => {

getServices(user, (services) => {

getServiceCost(services, (cost) => {

console.log(`The service cost is ${cost}`);

});

});

});

Code language: JavaScript (javascript)

Output:

Get user from the database.

Get services of john from the API.

Calculate service costs of Email,VPN,CDN.

The service cost is 300

Code language: JavaScript (javascript)

To avoid this callback hell issue, ES6 introduced the [promises](https://www.javascripttutorial.net/es6/javascript-promises/) that allow you to write asynchronous code in more manageable ways.

First, you need to return a Promise in each function:

function getUser(userId) {

return new Promise((resolve, reject) => {

console.log('Get user from the database.');

setTimeout(() => {

resolve({

userId: userId,

username: 'john'

});

}, 1000);

})

}

function getServices(user) {

return new Promise((resolve, reject) => {

console.log(`Get services of ${user.username} from the API.`);

setTimeout(() => {

resolve(['Email', 'VPN', 'CDN']);

}, 2 \* 1000);

});

}

function getServiceCost(services) {

return new Promise((resolve, reject) => {

console.log(`Calculate service costs of ${services}.`);

setTimeout(() => {

resolve(services.length \* 100);

}, 3 \* 1000);

});

}

Code language: JavaScript (javascript)

Then, you [chain the promises](https://www.javascripttutorial.net/es6/promise-chaining/):

getUser(100)

.then(getServices)

.then(getServiceCost)

.then(console.log);

Code language: CSS (css)

ES2017 introduced the async/await keywords that build on top of promises, allowing you to write asynchronous code that looks more like synchronous code and is more readable. Technically speaking, the async / await is syntactic sugar for promises.

If a function returns a Promise, you can place the await keyword in front of the function call, like this:

let result = await f();

Code language: JavaScript (javascript)

The await will wait for the Promise returned from the f() to settle. The await keyword can be used only inside the async functions.

The following defines an async function that calls the three asynchronous operations in sequence:

async function showServiceCost() {

let user = await getUser(100);

let services = await getServices(user);

let cost = await getServiceCost(services);

console.log(`The service cost is ${cost}`);

}

showServiceCost();

Code language: JavaScript (javascript)

As you can see, the asynchronous code now looks like the synchronous code.

Let’s dive in the async / await keywords.

The async keyword

The async keyword allows you to define a function that handles asynchronous operations.

To define an async function, you place the async keyword in front of the function keyword as follows:

async function sayHi() {

return 'Hi';

}

Code language: JavaScript (javascript)

Asynchronous functions execute asynchronously via the [event loop](https://www.javascripttutorial.net/javascript-event-loop/). It always returns a Promise.

In this example, because the sayHi() function returns a Promise, you can consume it, like this:

sayHi().then(console.log);

Code language: CSS (css)

You can also explicitly return a Promise from the sayHi() function as shown in the following code:

async function sayHi() {

return Promise.resolve('Hi');

}

Code language: JavaScript (javascript)

The effect is the same.

Besides the regular functions, you can use the async keyword in the function expressions:

let sayHi = async function () {

return 'Hi';

}

Code language: JavaScript (javascript)

[arrow functions](https://www.javascripttutorial.net/es6/javascript-arrow-function/):

let sayHi = async () => 'Hi';

Code language: JavaScript (javascript)

and methods of classes:

class Greeter {

async sayHi() {

return 'Hi';

}

}

Code language: JavaScript (javascript)

The await keyword

You use the await keyword to wait for a Promise to settle either in resolved or rejected state. And you can use the await keyword only inside an async function:

async function display() {

let result = await sayHi();

console.log(result);

}

Code language: JavaScript (javascript)

In this example, the await keyword instructs the JavaScript engine to wait for the sayHi() function to complete before displaying the message.

Note that if you use the await operator outside of an async function, you will get an error.

Error handling

If a promise resolves, the await promise returns the result. However, when the promise rejects, the await promise will throw an error as if there were a throw statement.

The following code:

async function getUser(userId) {

await Promise.reject(new Error('Invalid User Id'));

}

Code language: JavaScript (javascript)

… is the same as this:

async function getUser(userId) {

throw new Error('Invalid User Id');

}

Code language: JavaScript (javascript)

In the real scenario, it will take a while for the promise to throw an error.

You can catch the error by using the [try...catch](https://www.javascripttutorial.net/javascript-try-catch/) statement, the same way as a regular throw statement:

async function getUser(userId) {

try {

const user = await Promise.reject(new Error('Invalid User Id'));

} catch(error) {

console.log(error);

}

}

Code language: JavaScript (javascript)

It’s possible to catch errors caused by one or more await promise‘s:

async function showServiceCost() {

try {

let user = await getUser(100);

let services = await getServices(user);

let cost = await getServiceCost(services);

console.log(`The service cost is ${cost}`);

} catch(error) {

console.log(error);

}

}

Code language: JavaScript (javascript)

In this tutorial, you have learned how to use the JavaScript async / await keyword to write asynchronous code look like synchronous code.